**객체지향프로그래밍 LAB #12**

**<기초문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <string>  using namespace std;  class Base {  protected: //Base type  void print\_base() { cout << "Base" << endl; }  };  // Base type | 상속 type | Derived type  // private | 상관없음 | 접근 불가( Base함수로 접근)  // protected | 상관없음 | private  // public | private/protected | private  // public | public | public  class Derived : private Base {  public:  void print\_derived() {  /\*구현\*/  cout << "Derived" << endl;  }  };  int main() {  Base base;  Derived derived;  /\* 구현 \*/  return 0;  } |
|  |
| #include <iostream>  #include <string>  using namespace std;  class Base {  protected: //Base type  void print\_base() { cout << "Base" << endl; }  };  // Base type | 상속 type | Derived type  // private | 상관없음 | 접근 불가( Base함수로 접근)  // protected | 상관없음 | private  // public | private/protected | private  // public | public | public  class Derived : private Base {  public:  void print\_derived() {  Base::print\_base();  cout << "Derived" << endl;  }  };  int main() {  Base base;  Derived derived;  derived.print\_derived();  return 0;  } |
|  |

2. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <string>  using namespace std;  // 함수 오버로딩: int sum(int x, int y),  // double sum(double x, double y)  // float sum(float x, float y, float z)  // 함수 오버라이딩 (상속의 특수한 경우 사용)  //void Text::append(string \_extra)  //void Fancy::append(string \_extra)  class Text {  private:  string text;  public:  Text(string \_t) : text(\_t) {}  /\*구현\*/ //get()함수 virtual 로 구현  virtual void append(string \_extra) { text += \_extra; }  };  class FancyText : public Text {  private:  // string text;b접근이 안됨, Base Class에서 private  string left\_brac;  string right\_brac;  string connector;  public:  // initialization list는 생성자를 호출할 수 있게 해준다.  FancyText(string \_t, string \_lb, string \_rb, string \_con) :  Text::Text(\_t), left\_brac(\_lb), right\_brac(\_rb), connector(\_con) {}  /\*구현\*/ //override 키워드 사용한 get()함수 구현, main함수 참고하여 출력화면처럼 되도록 구현  /\*구현\*/ //override 키워드 사용한 append()함수 구현  };  class FixedText : public Text {  public:  FixedText() : Text::Text("FIXED") {}  /\*구현\*/ //override 키워드 사용한 append()함수 구현, main함수 참고하여 출력화면처럼 되도록 구현  };  int main() {  Text t1("Plain");  t1.append("A");  cout << t1.get() << endl;  FancyText t2("Fancy", "<<", ">>", "\*\*\*");  t2.append("A");  cout << t2.get() << endl;  FixedText t3;  t3.append("A");  cout << t3.get() << endl;  t1 = t2; // Base <- Derived 가능  //t2 = t1; // Derived <- Base 불가능  return 0;  } |
|  |
| #include <iostream>  #include <string>  using namespace std;  // 함수 오버로딩: int sum(int x, int y),  // double sum(double x, double y)  // float sum(float x, float y, float z)  // 함수 오버라이딩 (상속의 특수한 경우 사용)  //void Text::append(string \_extra)  //void Fancy::append(string \_extra)  class Text {  private:  string text;  public:  Text(string \_t) : text(\_t) {}  virtual string get() {  return text;  } //get()함수 virtual 로 구현  virtual void append(string \_extra) { text += \_extra; }  };  class FancyText : public Text {  private:  // string text;b접근이 안됨, Base Class에서 private  string left\_brac;  string right\_brac;  string connector;  public:  // initialization list는 생성자를 호출할 수 있게 해준다.  FancyText(string \_t, string \_lb, string \_rb, string \_con) :  Text::Text(\_t), left\_brac(\_lb), right\_brac(\_rb), connector(\_con) {}  string get() override {  return left\_brac + Text::get() + right\_brac;  } //override 키워드 사용한 get()함수 구현, main함수 참고하여 출력화면처럼 되도록 구현  void append(string \_extra) override{  Text::append(connector + \_extra);  } //override 키워드 사용한 append()함수 구현  };  class FixedText : public Text {  public:  FixedText() : Text::Text("FIXED") {}  void append(string \_extra) override {} //override 키워드 사용한 append()함수 구현, main함수 참고하여 출력화면처럼 되도록 구현  };  int main() {  Text t1("Plain");  t1.append("A");  cout << t1.get() << endl;  FancyText t2("Fancy", "<<", ">>", "\*\*\*");  t2.append("A");  cout << t2.get() << endl;  FixedText t3;  t3.append("A");  cout << t3.get() << endl;  t1 = t2; // Base <- Derived 가능  //t2 = t1; // Derived <- Base 불가능  return 0;  } |
|  |

3. 2번의 문제를 header file과 cpp file로 나누어 작성하시오. (출력은 2번과 동일)

|  |
| --- |
| 소스코드 제공은 따로 없습니다.  Text.h, Text.cpp, FancyText.h, FancyText.cpp, FixedText.h FixedText.cpp로 문제 작성. |
| //Text.h  #ifndef Text\_H\_  #define Text\_H\_  #include <string>  using namespace std;  class Text {  private:  string text;  public:  Text(string \_t);  virtual string get(); //get()함수 virtual 로 구현  virtual void append(string \_extra);  };  #endif |
| //Text.cpp  #include "Text.h"  Text::Text(string \_t) : text(\_t) {}  string Text::get() { return text; }  void Text::append(string \_extra) { text += \_extra; } |
| //FancyText.h  #ifndef FANCY\_TEXT\_H\_  #define FANCY\_TEXT\_H\_  #include <string>  #include "Text.h"  using namespace std;  class FancyText : public Text {  private:  // string text;b접근이 안됨, Base Class에서 private  string left\_brac;  string right\_brac;  string connector;  public:    FancyText(string \_t, string \_lb, string \_rb, string \_on);  string get() override;  void append(string \_extra) override;  };  #endif |
| //FacyText.cpp  #include "FancyText.h"  // initialization list는 생성자를 호출할 수 있게 해준다.  FancyText::FancyText(string \_t, string \_lb, string \_rb, string \_con) :  Text::Text(\_t), left\_brac(\_lb), right\_brac(\_rb), connector(\_con) {}  string FancyText:: get() {  return left\_brac + Text::get() + right\_brac;  } //override 키워드 사용한 get()함수 구현, main함수 참고하여 출력화면처럼 되도록 구현  void FancyText::append(string \_extra) {  Text::append(connector + \_extra);  } //override 키워드 사용한 append()함수 구현 |
| //FixedText.h  #ifndef FIXED\_TEXT\_H\_  #define FIXED\_TEXT\_H\_  #include <string>  #include "Text.h"  using namespace std;  class FixedText : public Text {  public:    FixedText();  void append(string \_etra) override;  };  #endif |
| //FixedText.cpp  #include "FixedText.h"  FixedText::FixedText() : Text::Text("FIXED") {}  void FixedText:: append(string \_etra){} |
| //main.cpp  #include <iostream>  #include "Text.h"  #include "FancyText.h"  #include "FixedText.h"  int main() {  Text t1("Plain");  t1.append("A");  cout << t1.get() << endl;  FancyText t2("Fancy", "<<", ">>", "\*\*\*");  t2.append("A");  cout << t2.get() << endl;  FixedText t3;  t3.append("A");  cout << t3.get() << endl;  t1 = t2; // Base <- Derived 가능  //t2 = t1; // Derived <- Base 불가능  return 0;  } |
|  |

**<응용문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 아래의 코드를 기반으로 Polygon Class를 상속받는 Rectangle Class를 선언하고, 둘레와 넓이를 구하는 프로그램을 작성하시오.

|  |
| --- |
| class Polygon {  public:  Polygon() {}  Polygon(int point, float length) { /\* 구현 \*/ }  ~Polygon() {}  virtual void calcPerimeter() { /\* 구현 \*/ }  virtual void calcArea() { /\* 구현 \*/ }  protected:  int mPoint; // 꼭지점의 갯수  double mLength; // 한 변의 길이  };  class Rectangle : public Polygon {  public:  Rectangle() {}  Rectangle(int point, float length) : /\* 구현 \*/ {}  ~Rectangle() {}  void calcPerimeter() override { /\* 구현 \*/ }  void calcArea() override { /\* 구현 \*/ }  };  int main() {  Polygon pol;  Rectangle rec(4, 10);  cout << "--- Polygon class ---" << endl;  pol.calcPerimeter();  pol.calcArea();  cout << "--- Rectangle class ---" << endl;  rec.calcPerimeter();  rec.calcArea();  return 0;  } |

1-출력화면:

![](data:image/png;base64,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)

|  |
| --- |
| #include <iostream>  using namespace std;  class Polygon {  public:  Polygon() {}  Polygon(int point, float length) {  this->mPoint = point;  this->mLength = length;  }  ~Polygon() {}  virtual void calcPerimeter() {  cout << "Perimeter: empty" << endl;  }  virtual void calcArea() {  cout << "Area: empty" << endl;  }  protected:  int mPoint; // 꼭지점의 갯수  double mLength; // 한 변의 길이  };  class Rectangle : public Polygon {  public:  Rectangle() {}  Rectangle(int point, float length) : Polygon::Polygon(point, length) {}  ~Rectangle() {}  void calcPerimeter() override {  cout << "Perimeter: " << mPoint \* mLength << endl;  }  void calcArea() override {  cout << "Area: " << mLength \* mLength << endl;  }  };  int main() {  Polygon pol;  Rectangle rec(4, 10);  cout << "--- Polygon class ---" << endl;  pol.calcPerimeter();  pol.calcArea();  cout << "--- Rectangle class ---" << endl;  rec.calcPerimeter();  rec.calcArea();  return 0;  } |
|  |

2. 1번 문제에 이어 Polygon Class를 상속받는 Triangle, Circle Class를 추가로 작성하시오. 단, 모든 도형은 정다각형이라 가정함.

|  |
| --- |
| int main() {  Triangle tri(3, 10);  Rectangle rec(4, 10);  Circle cir(0, 5);  cout << "--- Triangle class ---" << endl;  tri.calcPerimeter();  tri.calcArea();  cout << "--- Rectangle class ---" << endl;  rec.calcPerimeter();  rec.calcArea();  cout << "--- Circle class ---" << endl;  cir.calcPerimeter();  cir.calcArea();  return 0;  } |

2-출력화면:
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|  |
| --- |
| #include <iostream>  #include<math.h>  using namespace std;  class Polygon {  public:  Polygon() {}  Polygon(int point, float length) {  this->mPoint = point;  this->mLength = length;  }  ~Polygon() {}  virtual void calcPerimeter() {  cout << "Perimeter: empty" << endl;  }  virtual void calcArea() {  cout << "Area: empty" << endl;  }  protected:  int mPoint; // 꼭지점의 갯수  double mLength; // 한 변의 길이  };  class Rectangle : public Polygon {  public:  Rectangle() {}  Rectangle(int point, float length) : Polygon::Polygon(point, length) {}  ~Rectangle() {}  void calcPerimeter() override {  cout << "Perimeter: " << mPoint \* mLength << endl;  }  void calcArea() override {  cout << "Area: " << mLength \* mLength << endl;  }  };  class Triangle : public Polygon {  public:  Triangle() {}  Triangle(int point, float length) : Polygon::Polygon(point, length) {}  ~Triangle() {}  void calcPerimeter() override {  cout << "Perimeter: " << mPoint \* mLength << endl;  }  void calcArea() override {  cout << "Area: " << mLength \* mLength \* pow(3,1/2)/4 << endl;  }  };  class Circle : public Polygon {  public:  Circle() {}  Circle(int point, float length) : Polygon::Polygon(point, length) {}  ~Circle() {}  void calcPerimeter() override {  cout << "Perimeter: " << 3.14 \* 2 \* mLength << endl;  }  void calcArea() override {  cout << "Area: " << mLength \* mLength \* 3.14 << endl;  }  };  int main() {  Triangle tri(3, 10);  Rectangle rec(4, 10);  Circle cir(0, 5);  cout << "--- Triangle class ---" << endl;  tri.calcPerimeter();  tri.calcArea();  cout << "--- Rectangle class ---" << endl;  rec.calcPerimeter();  rec.calcArea();  cout << "--- Circle class ---" << endl;  cir.calcPerimeter();  cir.calcArea();  return 0;  } |
|  |

3. KTX 열차가 출발역, 종착역을 포함하여 총 5개의 역에 정차한다. 이때 각 역에서는 입력된 숫자만큼의 사람이 내리거나 탑승한다 이 기차는 아래와 같은 조건을 만족하면서 운행된다고 가정한다.

* 기차는 역 번호 순서대로 운행한다.
* 출발역에서 내린 사람 수와 종착영에서 탄 사람 수는 0이다.
* 각 역에서 현재 기차에 있는 사람보다 더 많은 사람이 내리는 경우는 없다.
* 기차의 정원은 최대 300명이고, 정원을 초과할 수 없다.

5개 역에 대해 기차에서 내린 사람 수와 탄 사람 수가 주어졌을 때, 기차에 사람이 가장 많을 때의 사람 수를 계산하는 프로그램을 작성하시오.

|  |
| --- |
| class Train {  public:  Train() {}  Train(int people) { /\* 구현 \*/ }  ~Train() {}  virtual int station(int takeOff, int takeOn) { /\* 구현 \*/ }  protected:  int mPeople; // 사람 수  };  class Ktx : public Train {  public:  Ktx() : /\* 구현 \*/ {}  Ktx(int people) : /\* 구현 \*/ {}  ~Ktx() {}  // 기차에 사람이 타고 내리는 함수  int station(int takeOff, int takeOn) { /\* 구현 \*/ }  int getPeople() { /\* 구현 \*/ }  };  int main()  {  Ktx k;  /\* 구현 \*/  return 0;  } |

3-출력화면:
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|  |
| --- |
| #include<iostream>  using namespace std;  class Train {  public:  Train() : mPeople(0) {}  Train(int people) { mPeople = people; }  ~Train() {}  virtual int station(int takeOff, int takeOn) {  mPeople += takeOn;  mPeople -= takeOff;  return mPeople;  }  protected:  int mPeople; // 사람 수  };  class Ktx : public Train {  public:  Ktx() : Train() {}  Ktx(int people) : Train(people) {}  ~Ktx() {}  // 기차에 사람이 타고 내리는 함수  int station(int takeOff, int takeOn) {  Train::station(takeOff, takeOn);  if (mPeople < 0) {  cout << "정원 미달입니다";  exit(NULL);  }  if (mPeople > 300) {  cout << "정원 초과입니다";  exit(NULL);  }  }  int getPeople() { return mPeople; }  };  int main()  {  Ktx k;  int off, on;  int max = 0;  for (int i = 0; i < 5; i++) {  cout << i + 1 << "번역: ";  cin >> off >> on;  k.station(off, on);  if (max < k.getPeople()) max = k.getPeople();  }  cout << "가장 많은 사람이 탑승 했을 때의 사람 수: " << max;  return 0;  } |
|  |

4. 어벤져스 캐릭터 배틀 프로그램을 만들려고 한다. [시작코드]와 출력화면을 바탕으로 아래의 조건에 맞게 구현하시오. 단, Character 클래스는 Avengers 클래스를 상속받음.

* 사용자는 캐릭터를 선택하고 상대방 캐릭터는 랜덤으로 선택된다. (상대방 캐릭터와 사용자 캐릭터 중복 가능)
* 각 캐릭터는 캐릭터 이름, 공격력, 방어력, 체력을 갖는다.
* 공격하는 함수는 상대방에게 공격력을 가하고, 공격받는 함수(방어 함수)는 상대방의 공격력에서 자신의 방어력의 차만큼 자신의 체력을 감소한다.
* 서로 공격을 주고받다가, 어느 한쪽의 체력이 0 이하가 되면 배틀을 종료한다. 공격을 주고받을 때 마다 자신과 상대방의 캐릭터 체력을 출력하고, 선공은 자신의 캐릭터가 먼저 하는 것으로 설정한다.

|  |  |  |  |
| --- | --- | --- | --- |
|  | IronMan | CaptainAmerica | Thor |
| 공격력 | 70 | 60 | 80 |
| 방어력 | 40 | 50 | 30 |
| 체력 | 100 | 100 | 100 |

[시작코드]

|  |
| --- |
| class Avengers {  public:  Avengers() {  name = "";  attack\_point = 0;  defense\_point = 0;  health = 0;  }  ~Avengers() {}  // 캐릭터 설정 함수  virtual void set(string \_name, int \_attack, int \_defense, int \_health) {}  // 공격 함수  virtual int attack() { return 0; }  // 방어 함수  virtual void defense(int \_attack\_point) { }  // 캐릭터 정보 출력 함수  virtual void print\_info() { }  protected:  string name; // 캐릭터 이름  int attack\_point; // 공격력  int defense\_point; // 방어력  int health; // 체력  };  class Character : public Avengers {  public:  /\* 구현 \*/  int get\_health() { return health; }  };  int main() {  Character my\_char;  Character enemy\_char;    /\* 구현 \*/  cout << endl << "--Battle--" << endl;  cout << "My Life: " << my\_char.get\_health() << "\t"  << "Enemy Life:" << enemy\_char.get\_health() << endl;  while (1) { /\* 구현 \*/ }  return 0;  } |

4-출력화면:
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|  |
| --- |
| #include<iostream>  using namespace std;  class Avengers {  public:  Avengers() {  name = "";  attack\_point = 0;  defense\_point = 0;  health = 0;  }  Avengers(string \_name, int \_att, int \_def, int \_life) : name(\_name), attack\_point(\_att), defense\_point(\_def), health(\_life) {}  ~Avengers() {}  // 캐릭터 설정 함수  virtual void set(string \_name, int \_attack, int \_defense, int \_health) {}  // 공격 함수  virtual int attack() { return 0; }  // 방어 함수  virtual void defense(int \_attack\_point) { }  // 캐릭터 정보 출력 함수  virtual void print\_info() { }  protected:  string name; // 캐릭터 이름  int attack\_point; // 공격력  int defense\_point; // 방어력  int health; // 체력  };  class Character : public Avengers {  public:  Character() : Avengers() {}  Character(string \_name, int \_att, int \_def, int \_life) : Avengers(\_name, \_att, \_def, \_life) {}  void set(string \_name, int \_attack, int \_defense, int \_health) override {  Avengers::name = \_name;  Avengers::attack\_point = \_attack;  Avengers::defense\_point = \_defense;  Avengers::health = \_health;  }  // 공격 함수  int attack() override { return attack\_point; }  // 방어 함수  void defense(int \_attack\_point) override {  health -= attack\_point;  health += defense\_point;  if (health <= 0) health = 0;  }  // 캐릭터 정보 출력 함수  void print\_info() override {  cout << "Name: " << name << endl;  cout << "Attack\_point: " << attack\_point << endl;  cout << "Defense\_point " << defense\_point << endl;  cout << "Health" << health << endl;  }  int get\_health() { return health; }  string getName() { return name; }  };  int main() {  Character my\_char;  Character enemy\_char;  Character chts[] = {  Character("IronMan", 70, 40, 100),  Character("CaptainAmerica", 60, 50, 100),  Character("Thor", 80, 30, 100)  };  string charName;  cout << "Choose your character(IronMan, CaptainAmerica, Thor): ";  cin >> charName;  for (int i = 0; i < 3; i++) {  if(charName == chts[i].getName()) my\_char = chts[i];  }  int enemCharIndex = rand() % 3;  enemy\_char = chts[enemCharIndex];  cout << "--My Character--" << endl;  my\_char.print\_info();  cout << "--Enemy Character--" << endl;  enemy\_char.print\_info();  cout << endl << "--Battle--" << endl;  cout << "My Life: " << my\_char.get\_health() << "\t"  << "Enemy Life:" << enemy\_char.get\_health() << endl;  while (1) {  int myAtt = my\_char.attack();  enemy\_char.defense(myAtt);  cout << "My life: " << my\_char.get\_health() << "\t"  << "Enemy life: "<< enemy\_char.get\_health() << endl;  if (enemy\_char.get\_health() == 0) {  cout << "You Win!" << endl;  break;  }  int enemAtt = enemy\_char.attack();  my\_char.defense(enemAtt);  cout << "My life: " << my\_char.get\_health() << "\t"  << "Enemy life: " << enemy\_char.get\_health() << endl;  if (my\_char.get\_health() == 0) {  cout << "You Lose!" << endl;  break;  }  }  return 0;  } |
|  |